> library(devtools)

> library(sentiment)

> library(twitteR)

> library(plyr)

> library(ggplot2)

> library(wordcloud)

> library(RColorBrewer)

> library(devtools)

> library(stringr)

> getwd()

[1] "C:/Users/Alok Satpathy/Desktop/Fall 2016/EDA/Final Project"

> setwd("C:/Users/Alok Satpathy/Desktop/Fall 2016/EDA/Final Project")

> Q3csv=read.csv("Question3Dataset.csv")

> attach(Q3csv)

> str(Q3csv)

'data.frame': 50000 obs. of 32 variables:

$ CommentId : int 68362950 64796201 64796476 63094214 63092337 63093585 66041688 66041726 66286341 62891724 ...

$ CommentScore : int 0 0 0 0 0 0 1 0 0 0 ...

$ CommentText : Factor w/ 49819 levels "'$(this).prop('checked', 'checked');' try to add this. it will work perfectly",..: 38483 40932 19118 37842 32232 41297 41340 2442 23023 11801 ...

$ CommentCrDays : int 28 131 131 179 179 179 95 95 87 185 ...

$ CommentLength : int 182 45 90 31 69 66 176 115 16 526 ...

$ CommentCrDt : Factor w/ 49907 levels "2016-01-25 18:53:34",..: 47069 31873 31878 24652 24646 24650 37492 37493 38477 23842 ...

$ CommentUserId : int 5922757 4769409 4769409 26095 2684539 3807729 845568 1317944 4363659 256196 ...

$ comment\_owner\_reputation : int 1070 110 110 35552 66919 21688 15210 3649 36 221242 ...

$ comment\_owner\_profile\_summary : int 2 0 0 2 3 0 2 0 0 3 ...

$ comment\_owner\_views : int 95 14 14 1661 2560 1051 4567 731 19 26642 ...

$ comment\_owner\_upvotes : int 346 1 1 2811 780 3943 3752 1093 5 6857 ...

$ comment\_owner\_downvotes : int 30 0 0 66 574 877 6245 21 0 1760 ...

$ comment\_owner\_lastactivity\_days: int 7 7 7 7 7 6 7 7 7 6 ...

$ PostId : int 40559915 38709311 38709311 37813455 37813455 37813455 39355415 39355415 39483899 37708274 ...

$ editDurationAfterCreation : int NA 0 0 0 0 0 0 0 NA 0 ...

$ activityDurationAfterCreation : int 0 0 0 0 0 0 0 0 0 0 ...

$ title\_length : int NA NA NA NA NA NA NA NA NA NA ...

$ num\_tags : int NA NA NA NA NA NA NA NA NA NA ...

$ PostAnswerCount : int NA NA NA NA NA NA NA NA NA NA ...

$ num\_favorite : int NA NA NA NA NA NA NA NA NA NA ...

$ hascode : int 1 1 1 1 1 1 1 1 1 1 ...

$ post\_views : int NA NA NA NA NA NA NA NA NA NA ...

$ postTypeId : int 2 2 2 2 2 2 2 2 2 2 ...

$ Id : int 40559915 38709311 38709311 37813455 37813455 37813455 39355415 39355415 39483899 37708274 ...

$ AcceptedAnswerId : int NA NA NA NA NA NA NA NA NA NA ...

$ IsAcceptedAnswer : int 0 0 0 0 0 0 0 0 0 1 ...

$ postScore : int 1 1 1 1 1 1 1 1 3 2 ...

$ post\_length : int 1333 2274 2274 846 846 846 147 147 853 1242 ...

$ PostCommentCount : int 1 2 2 3 3 3 2 2 1 5 ...

$ PostCrDt : Factor w/ 15208 levels "2016-01-25 18:51:52",..: 14377 10095 10095 7861 7861 7861 11703 11703 11993 7639 ...

$ PostUpVotes : int 1 1 1 1 1 1 1 1 3 2 ...

$ PostDownVotes : int NA NA NA NA NA NA NA NA NA NA ...

> Q3csv[is.na(Q3csv)]=0

> str(Q3csv)

'data.frame': 50000 obs. of 32 variables:

$ CommentId : int 68362950 64796201 64796476 63094214 63092337 63093585 66041688 66041726 66286341 62891724 ...

$ CommentScore : int 0 0 0 0 0 0 1 0 0 0 ...

$ CommentText : Factor w/ 49819 levels "'$(this).prop('checked', 'checked');' try to add this. it will work perfectly",..: 38483 40932 19118 37842 32232 41297 41340 2442 23023 11801 ...

$ CommentCrDays : int 28 131 131 179 179 179 95 95 87 185 ...

$ CommentLength : int 182 45 90 31 69 66 176 115 16 526 ...

$ CommentCrDt : Factor w/ 49907 levels "2016-01-25 18:53:34",..: 47069 31873 31878 24652 24646 24650 37492 37493 38477 23842 ...

$ CommentUserId : int 5922757 4769409 4769409 26095 2684539 3807729 845568 1317944 4363659 256196 ...

$ comment\_owner\_reputation : int 1070 110 110 35552 66919 21688 15210 3649 36 221242 ...

$ comment\_owner\_profile\_summary : int 2 0 0 2 3 0 2 0 0 3 ...

$ comment\_owner\_views : int 95 14 14 1661 2560 1051 4567 731 19 26642 ...

$ comment\_owner\_upvotes : int 346 1 1 2811 780 3943 3752 1093 5 6857 ...

$ comment\_owner\_downvotes : int 30 0 0 66 574 877 6245 21 0 1760 ...

$ comment\_owner\_lastactivity\_days: int 7 7 7 7 7 6 7 7 7 6 ...

$ PostId : int 40559915 38709311 38709311 37813455 37813455 37813455 39355415 39355415 39483899 37708274 ...

$ editDurationAfterCreation : num 0 0 0 0 0 0 0 0 0 0 ...

$ activityDurationAfterCreation : int 0 0 0 0 0 0 0 0 0 0 ...

$ title\_length : num 0 0 0 0 0 0 0 0 0 0 ...

$ num\_tags : num 0 0 0 0 0 0 0 0 0 0 ...

$ PostAnswerCount : num 0 0 0 0 0 0 0 0 0 0 ...

$ num\_favorite : num 0 0 0 0 0 0 0 0 0 0 ...

$ hascode : int 1 1 1 1 1 1 1 1 1 1 ...

$ post\_views : num 0 0 0 0 0 0 0 0 0 0 ...

$ postTypeId : int 2 2 2 2 2 2 2 2 2 2 ...

$ Id : int 40559915 38709311 38709311 37813455 37813455 37813455 39355415 39355415 39483899 37708274 ...

$ AcceptedAnswerId : num 0 0 0 0 0 0 0 0 0 0 ...

$ IsAcceptedAnswer : int 0 0 0 0 0 0 0 0 0 1 ...

$ postScore : int 1 1 1 1 1 1 1 1 3 2 ...

$ post\_length : int 1333 2274 2274 846 846 846 147 147 853 1242 ...

$ PostCommentCount : int 1 2 2 3 3 3 2 2 1 5 ...

$ PostCrDt : Factor w/ 15208 levels "2016-01-25 18:51:52",..: 14377 10095 10095 7861 7861 7861 11703 11703 11993 7639 ...

$ PostUpVotes : int 1 1 1 1 1 1 1 1 3 2 ...

$ PostDownVotes : num 0 0 0 0 0 0 0 0 0 0 ...

> Q3csv["SentimentScore"]=NA

> str(Q3csv)

'data.frame': 50000 obs. of 33 variables:

$ CommentId : int 68362950 64796201 64796476 63094214 63092337 63093585 66041688 66041726 66286341 62891724 ...

$ CommentScore : int 0 0 0 0 0 0 1 0 0 0 ...

$ CommentText : Factor w/ 49819 levels "'$(this).prop('checked', 'checked');' try to add this. it will work perfectly",..: 38483 40932 19118 37842 32232 41297 41340 2442 23023 11801 ...

$ CommentCrDays : int 28 131 131 179 179 179 95 95 87 185 ...

$ CommentLength : int 182 45 90 31 69 66 176 115 16 526 ...

$ CommentCrDt : Factor w/ 49907 levels "2016-01-25 18:53:34",..: 47069 31873 31878 24652 24646 24650 37492 37493 38477 23842 ...

$ CommentUserId : int 5922757 4769409 4769409 26095 2684539 3807729 845568 1317944 4363659 256196 ...

$ comment\_owner\_reputation : int 1070 110 110 35552 66919 21688 15210 3649 36 221242 ...

$ comment\_owner\_profile\_summary : int 2 0 0 2 3 0 2 0 0 3 ...

$ comment\_owner\_views : int 95 14 14 1661 2560 1051 4567 731 19 26642 ...

$ comment\_owner\_upvotes : int 346 1 1 2811 780 3943 3752 1093 5 6857 ...

$ comment\_owner\_downvotes : int 30 0 0 66 574 877 6245 21 0 1760 ...

$ comment\_owner\_lastactivity\_days: int 7 7 7 7 7 6 7 7 7 6 ...

$ PostId : int 40559915 38709311 38709311 37813455 37813455 37813455 39355415 39355415 39483899 37708274 ...

$ editDurationAfterCreation : num 0 0 0 0 0 0 0 0 0 0 ...

$ activityDurationAfterCreation : int 0 0 0 0 0 0 0 0 0 0 ...

$ title\_length : num 0 0 0 0 0 0 0 0 0 0 ...

$ num\_tags : num 0 0 0 0 0 0 0 0 0 0 ...

$ PostAnswerCount : num 0 0 0 0 0 0 0 0 0 0 ...

$ num\_favorite : num 0 0 0 0 0 0 0 0 0 0 ...

$ hascode : int 1 1 1 1 1 1 1 1 1 1 ...

$ post\_views : num 0 0 0 0 0 0 0 0 0 0 ...

$ postTypeId : int 2 2 2 2 2 2 2 2 2 2 ...

$ Id : int 40559915 38709311 38709311 37813455 37813455 37813455 39355415 39355415 39483899 37708274 ...

$ AcceptedAnswerId : num 0 0 0 0 0 0 0 0 0 0 ...

$ IsAcceptedAnswer : int 0 0 0 0 0 0 0 0 0 1 ...

$ postScore : int 1 1 1 1 1 1 1 1 3 2 ...

$ post\_length : int 1333 2274 2274 846 846 846 147 147 853 1242 ...

$ PostCommentCount : int 1 2 2 3 3 3 2 2 1 5 ...

$ PostCrDt : Factor w/ 15208 levels "2016-01-25 18:51:52",..: 14377 10095 10095 7861 7861 7861 11703 11703 11993 7639 ...

$ PostUpVotes : int 1 1 1 1 1 1 1 1 3 2 ...

$ PostDownVotes : num 0 0 0 0 0 0 0 0 0 0 ...

$ SentimentScore : logi NA NA NA NA NA NA ...

#function to clean data

> cleancomments = function(commentstest)

+ {

+ commentstest\_cl = gsub("(RT|via)((?:\\b\\W\*@\\w+)+)","",commentstest)

+ commentstest\_cl = gsub("http[^[:blank:]]+", "", commentstest\_cl)

+ commentstest\_cl = gsub("@\\w+", "", commentstest\_cl)

+ commentstest\_cl = gsub("[ \t]{2,}", "", commentstest\_cl)

+ commentstest\_cl = gsub("^\\s+|\\s+$", "", commentstest\_cl)

+ commentstest\_cl = gsub("[[:punct:]]", " ", commentstest\_cl)

+ commentstest\_cl = gsub("[^[:alnum:]]", " ", commentstest\_cl)

+ commentstest\_cl <- gsub('\\d+', '', commentstest\_cl)

+ return(commentstest\_cl)

+ }

#function to calculate number of words in each category within a sentence

> sentimentScore <- function(sentences, vNegTerms, negTerms, posTerms, vPosTerms){

+ final\_scores <- matrix('', 0, 5)

+ scores <- lapply(sentences, function(sentence, vNegTerms, negTerms, posTerms, vPosTerms){

+ initial\_sentence <- sentence

+ #remove unnecessary characters and split up by word

+ sentence = cleancomments(sentence)

+ sentence <- tolower(sentence)

+ wordList <- strsplit(sentence, '\\s+')

+ words <- unlist(wordList)

+ #build vector with matches between sentence and each category

+ vPosMatches <- match(words, vPosTerms)

+ posMatches <- match(words, posTerms)

+ vNegMatches <- match(words, vNegTerms)

+ negMatches <- match(words, negTerms)

+ #sum up number of words in each category

+ vPosMatches <- sum(!is.na(vPosMatches))

+ posMatches <- sum(!is.na(posMatches))

+ vNegMatches <- sum(!is.na(vNegMatches))

+ negMatches <- sum(!is.na(negMatches))

+ score <- c(vNegMatches, negMatches, posMatches, vPosMatches)

+ #add row to scores table

+ newrow <- c(initial\_sentence, score)

+ final\_scores <- rbind(final\_scores, newrow)

+ return(final\_scores)

+ }, vNegTerms, negTerms, posTerms, vPosTerms)

+ return(scores)

+ }

#load pos,neg statements

> afinn\_list <- read.delim(file='AFINN-111.txt', header=FALSE, stringsAsFactors=FALSE)

> names(afinn\_list) <- c('word', 'score')

> summary(afinn\_list$score)

Min. 1st Qu. Median Mean 3rd Qu. Max.

-5.0000 -2.0000 -2.0000 -0.5894 2.0000 5.0000

> afinn\_list$word <- tolower(afinn\_list$word)

#categorize words as very negative to very positive and add some movie-specific words

> vNegTerms <- afinn\_list$word[afinn\_list$score==-5 | afinn\_list$score==-4]

> negTerms <- afinn\_list$word[afinn\_list$score==-2 | afinn\_list$score==-1 | afinn\_list$score==-3]

> posTerms <- afinn\_list$word[afinn\_list$score==3 | afinn\_list$score==2 | afinn\_list$score==1]

> vPosTerms <- afinn\_list$word[afinn\_list$score==5 | afinn\_list$score==4]

> str(Q3csv)

'data.frame': 50000 obs. of 33 variables:

$ CommentId : int 68362950 64796201 64796476 63094214 63092337 63093585 66041688 66041726 66286341 62891724 ...

$ CommentScore : int 0 0 0 0 0 0 1 0 0 0 ...

$ CommentText : Factor w/ 49819 levels "'$(this).prop('checked', 'checked');' try to add this. it will work perfectly",..: 38483 40932 19118 37842 32232 41297 41340 2442 23023 11801 ...

$ CommentCrDays : int 28 131 131 179 179 179 95 95 87 185 ...

$ CommentLength : int 182 45 90 31 69 66 176 115 16 526 ...

$ CommentCrDt : Factor w/ 49907 levels "2016-01-25 18:53:34",..: 47069 31873 31878 24652 24646 24650 37492 37493 38477 23842 ...

$ CommentUserId : int 5922757 4769409 4769409 26095 2684539 3807729 845568 1317944 4363659 256196 ...

$ comment\_owner\_reputation : int 1070 110 110 35552 66919 21688 15210 3649 36 221242 ...

$ comment\_owner\_profile\_summary : int 2 0 0 2 3 0 2 0 0 3 ...

$ comment\_owner\_views : int 95 14 14 1661 2560 1051 4567 731 19 26642 ...

$ comment\_owner\_upvotes : int 346 1 1 2811 780 3943 3752 1093 5 6857 ...

$ comment\_owner\_downvotes : int 30 0 0 66 574 877 6245 21 0 1760 ...

$ comment\_owner\_lastactivity\_days: int 7 7 7 7 7 6 7 7 7 6 ...

$ PostId : int 40559915 38709311 38709311 37813455 37813455 37813455 39355415 39355415 39483899 37708274 ...

$ editDurationAfterCreation : num 0 0 0 0 0 0 0 0 0 0 ...

$ activityDurationAfterCreation : int 0 0 0 0 0 0 0 0 0 0 ...

$ title\_length : num 0 0 0 0 0 0 0 0 0 0 ...

$ num\_tags : num 0 0 0 0 0 0 0 0 0 0 ...

$ PostAnswerCount : num 0 0 0 0 0 0 0 0 0 0 ...

$ num\_favorite : num 0 0 0 0 0 0 0 0 0 0 ...

$ hascode : int 1 1 1 1 1 1 1 1 1 1 ...

$ post\_views : num 0 0 0 0 0 0 0 0 0 0 ...

$ postTypeId : int 2 2 2 2 2 2 2 2 2 2 ...

$ Id : int 40559915 38709311 38709311 37813455 37813455 37813455 39355415 39355415 39483899 37708274 ...

$ AcceptedAnswerId : num 0 0 0 0 0 0 0 0 0 0 ...

$ IsAcceptedAnswer : int 0 0 0 0 0 0 0 0 0 1 ...

$ postScore : int 1 1 1 1 1 1 1 1 3 2 ...

$ post\_length : int 1333 2274 2274 846 846 846 147 147 853 1242 ...

$ PostCommentCount : int 1 2 2 3 3 3 2 2 1 5 ...

$ PostCrDt : Factor w/ 15208 levels "2016-01-25 18:51:52",..: 14377 10095 10095 7861 7861 7861 11703 11703 11993 7639 ...

$ PostUpVotes : int 1 1 1 1 1 1 1 1 3 2 ...

$ PostDownVotes : num 0 0 0 0 0 0 0 0 0 0 ...

$ SentimentScore : logi NA NA NA NA NA NA ...

> for(i in 1:nrow(Q3csv))

+ {

+ rowSenti=as.data.frame(sentimentScore(Q3csv[i,"CommentText"], vNegTerms, negTerms, posTerms, vPosTerms))

+ #print(rowSenti)

+ totalSenti=((as.numeric(as.character(rowSenti[,2])))\*(-2)) + ((as.numeric(as.character(rowSenti[,3])))\*(-1)) + ((as.numeric(as.character(rowSenti[,4])))\*(1)) + ((as.numeric(as.character(rowSenti[,5])))\*(2))

+ #print(totalSenti)

+

+ if(totalSenti>0)

+ {

+ totalSenti=1

+ }

+ else if(totalSenti<0)

+ {

+ totalSenti=-1

+ }

+

+ Q3csv[i,"SentimentScore"]=totalSenti

+

+ #Uncomment to calculate polarity -- very slow process

+ #polar=sentiment(Q3csv[i,"CommentText"])

+ #Q3csv[i,"SentimentPolarity"]=polar[1,"polarity"]

+

+ if(i%%1000 == 0)

+ {

+ cat(i, " Sentiments Analyzed\n")

+ }

+ }

1000 Sentiments Analyzed

…..

50000 Sentiments Analyzed

> attach(Q3csv)

> Q3df=data.frame(CommentScore, CommentCrDays, CommentLength, comment\_owner\_reputation, comment\_owner\_profile\_summary, comment\_owner\_views, comment\_owner\_upvotes, comment\_owner\_downvotes, comment\_owner\_lastactivity\_days, editDurationAfterCreation, activityDurationAfterCreation, title\_length, num\_tags, PostAnswerCount, num\_favorite, hascode, post\_views, postTypeId, IsAcceptedAnswer, postScore, post\_length, PostCommentCount, PostUpVotes, PostDownVotes, SentimentScore)

> attach(Q3csv)

> Q3df=data.frame(CommentScore, CommentCrDays, CommentLength, comment\_owner\_reputation, comment\_owner\_profile\_summary, comment\_owner\_views, comment\_owner\_upvotes, comment\_owner\_downvotes, comment\_owner\_lastactivity\_days, editDurationAfterCreation, activityDurationAfterCreation, title\_length, num\_tags, PostAnswerCount, num\_favorite, hascode, post\_views, postTypeId, IsAcceptedAnswer, postScore, post\_length, PostCommentCount, PostUpVotes, PostDownVotes, SentimentScore)

> Q3df$SentimentScore <- as.factor(Q3df$SentimentScore)

> str(Q3df)

'data.frame': 50000 obs. of 25 variables:

$ CommentScore : int 0 0 0 0 0 0 1 0 0 0 ...

$ CommentCrDays : int 28 131 131 179 179 179 95 95 87 185 ...

$ CommentLength : int 182 45 90 31 69 66 176 115 16 526 ...

$ comment\_owner\_reputation : int 1070 110 110 35552 66919 21688 15210 3649 36 221242 ...

$ comment\_owner\_profile\_summary : int 2 0 0 2 3 0 2 0 0 3 ...

$ comment\_owner\_views : int 95 14 14 1661 2560 1051 4567 731 19 26642 ...

$ comment\_owner\_upvotes : int 346 1 1 2811 780 3943 3752 1093 5 6857 ...

$ comment\_owner\_downvotes : int 30 0 0 66 574 877 6245 21 0 1760 ...

$ comment\_owner\_lastactivity\_days: int 7 7 7 7 7 6 7 7 7 6 ...

$ editDurationAfterCreation : num 0 0 0 0 0 0 0 0 0 0 ...

$ activityDurationAfterCreation : int 0 0 0 0 0 0 0 0 0 0 ...

$ title\_length : num 0 0 0 0 0 0 0 0 0 0 ...

$ num\_tags : num 0 0 0 0 0 0 0 0 0 0 ...

$ PostAnswerCount : num 0 0 0 0 0 0 0 0 0 0 ...

$ num\_favorite : num 0 0 0 0 0 0 0 0 0 0 ...

$ hascode : int 1 1 1 1 1 1 1 1 1 1 ...

$ post\_views : num 0 0 0 0 0 0 0 0 0 0 ...

$ postTypeId : int 2 2 2 2 2 2 2 2 2 2 ...

$ IsAcceptedAnswer : int 0 0 0 0 0 0 0 0 0 1 ...

$ postScore : int 1 1 1 1 1 1 1 1 3 2 ...

$ post\_length : int 1333 2274 2274 846 846 846 147 147 853 1242 ...

$ PostCommentCount : int 1 2 2 3 3 3 2 2 1 5 ...

$ PostUpVotes : int 1 1 1 1 1 1 1 1 3 2 ...

$ PostDownVotes : num 0 0 0 0 0 0 0 0 0 0 ...

$ SentimentScore : Factor w/ 3 levels "-1","0","1": 3 3 2 3 2 2 3 3 3 2 ...

> counts <- ddply(Q3df, .(Q3df$SentimentScore), nrow)

> counts

Q3df$SentimentScore V1

1 -1 7470

2 0 21688

3 1 20842

# Subset Selection Methods

# Best Subset Selection

#lapply(Q3df["SentimentScore"], unique)

#install.packages("leaps")

> library(leaps)

> regfit.full=regsubsets(SentimentScore~.,Q3df)

> summary(regfit.full)

Subset selection object

Call: regsubsets.formula(SentimentScore ~ ., Q3df)

24 Variables (and intercept)

Forced in Forced out

CommentScore FALSE FALSE

CommentCrDays FALSE FALSE

CommentLength FALSE FALSE

comment\_owner\_reputation FALSE FALSE

comment\_owner\_profile\_summary FALSE FALSE

comment\_owner\_views FALSE FALSE

comment\_owner\_upvotes FALSE FALSE

comment\_owner\_downvotes FALSE FALSE

comment\_owner\_lastactivity\_days FALSE FALSE

editDurationAfterCreation FALSE FALSE

activityDurationAfterCreation FALSE FALSE

title\_length FALSE FALSE

num\_tags FALSE FALSE

PostAnswerCount FALSE FALSE

num\_favorite FALSE FALSE

hascode FALSE FALSE

post\_views FALSE FALSE

postTypeId FALSE FALSE

IsAcceptedAnswer FALSE FALSE

postScore FALSE FALSE

post\_length FALSE FALSE

PostCommentCount FALSE FALSE

PostUpVotes FALSE FALSE

PostDownVotes FALSE FALSE

1 subsets of each size up to 8

Selection Algorithm: exhaustive

CommentScore CommentCrDays CommentLength comment\_owner\_reputation

1 ( 1 ) " " " " " " " "

2 ( 1 ) " " " " " " " "

3 ( 1 ) " " " " " " " "

4 ( 1 ) " " " " " " " "

5 ( 1 ) " " " " " " " "

6 ( 1 ) " " " " "\*" " "

7 ( 1 ) " " " " "\*" " "

8 ( 1 ) " " " " "\*" " "

comment\_owner\_profile\_summary comment\_owner\_views comment\_owner\_upvotes

1 ( 1 ) " " " " " "

2 ( 1 ) " " " " " "

3 ( 1 ) " " " " " "

4 ( 1 ) " " " " " "

5 ( 1 ) " " " " "\*"

6 ( 1 ) " " " " "\*"

7 ( 1 ) " " " " "\*"

8 ( 1 ) " " " " "\*"

comment\_owner\_downvotes comment\_owner\_lastactivity\_days editDurationAfterCreation

1 ( 1 ) " " " " " "

2 ( 1 ) " " " " " "

3 ( 1 ) " " " " " "

4 ( 1 ) " " "\*" " "

5 ( 1 ) " " "\*" " "

6 ( 1 ) " " "\*" " "

7 ( 1 ) " " "\*" " "

8 ( 1 ) "\*" "\*" " "

activityDurationAfterCreation title\_length num\_tags PostAnswerCount num\_favorite

1 ( 1 ) " " " " " " " " " "

2 ( 1 ) " " " " " " " " " "

3 ( 1 ) " " " " " " " " " "

4 ( 1 ) " " " " " " " " " "

5 ( 1 ) " " " " " " " " " "

6 ( 1 ) " " " " " " " " " "

7 ( 1 ) " " " " " " " " "\*"

8 ( 1 ) " " " " " " " " "\*"

hascode post\_views postTypeId IsAcceptedAnswer postScore post\_length

1 ( 1 ) " " " " "\*" " " " " " "

2 ( 1 ) " " " " "\*" " " " " " "

3 ( 1 ) " " " " "\*" "\*" " " " "

4 ( 1 ) " " " " "\*" "\*" " " " "

5 ( 1 ) " " " " "\*" "\*" " " " "

6 ( 1 ) " " " " "\*" "\*" " " " "

7 ( 1 ) " " " " "\*" "\*" " " " "

8 ( 1 ) " " " " "\*" "\*" " " " "

PostCommentCount PostUpVotes PostDownVotes

1 ( 1 ) " " " " " "

2 ( 1 ) "\*" " " " "

3 ( 1 ) "\*" " " " "

4 ( 1 ) "\*" " " " "

5 ( 1 ) "\*" " " " "

6 ( 1 ) "\*" " " " "

7 ( 1 ) "\*" " " " "

8 ( 1 ) "\*" " " " "

> regfit.full=regsubsets(SentimentScore~.,data=Q3df,nvmax=25)

> reg.summary=summary(regfit.full)

> names(reg.summary)

[1] "which" "rsq" "rss" "adjr2" "cp" "bic" "outmat" "obj"

> reg.summary$rsq

[1] 0.009506542 0.013498615 0.016337592 0.017578879 0.018515803 0.019007624 0.019412887

[8] 0.019733968 0.019924789 0.020082617 0.020221754 0.020311359 0.020398851 0.020476067

[15] 0.020548119 0.020594568 0.020640106 0.020652275 0.020667584 0.020679801 0.020689862

[22] 0.020697619 0.020703239 0.020704819

> par(mfrow=c(2,2))

> plot(reg.summary$rss,xlab="Number of Variables",ylab="RSS",type="l")

> plot(reg.summary$adjr2,xlab="Number of Variables",ylab="Adjusted

+ RSq",type="l")

> which.max(reg.summary$adjr2)

[1] 17

> points(25,reg.summary$adjr2[25], col="red",cex=2,pch=20)

> plot(reg.summary$cp,xlab="Number of Variables",ylab="Cp",type='l')

> which.min(reg.summary$cp)

[1] 17

> points(24,reg.summary$cp[24],col="red",cex=2,pch=20)

> which.min(reg.summary$bic)

[1] 8

> plot(reg.summary$bic,xlab="Number of Variables",ylab="BIC",type='l')

> points(6,reg.summary$bic[6],col="red",cex=2,pch=20)

> coef(regfit.full,6)

(Intercept) CommentLength

2.131011e+00 1.445234e-04

comment\_owner\_upvotes comment\_owner\_lastactivity\_days

-9.117726e-06 5.661424e-04

postTypeId IsAcceptedAnswer

9.301572e-02 9.779436e-02

PostCommentCount

-9.108750e-03
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# Forward and Backward Stepwise Selection

> regfit.fwd=regsubsets(SentimentScore~.,data=Q3df,nvmax=25,method="forward")

> summary(regfit.fwd)

Subset selection object

Call: regsubsets.formula(SentimentScore ~ ., data = Q3df, nvmax = 25,

method = "forward")

24 Variables (and intercept)

Forced in Forced out

CommentScore FALSE FALSE

CommentCrDays FALSE FALSE

CommentLength FALSE FALSE

comment\_owner\_reputation FALSE FALSE

comment\_owner\_profile\_summary FALSE FALSE

comment\_owner\_views FALSE FALSE

comment\_owner\_upvotes FALSE FALSE

comment\_owner\_downvotes FALSE FALSE

comment\_owner\_lastactivity\_days FALSE FALSE

editDurationAfterCreation FALSE FALSE

activityDurationAfterCreation FALSE FALSE

title\_length FALSE FALSE

num\_tags FALSE FALSE

PostAnswerCount FALSE FALSE

num\_favorite FALSE FALSE

hascode FALSE FALSE

post\_views FALSE FALSE

postTypeId FALSE FALSE

IsAcceptedAnswer FALSE FALSE

postScore FALSE FALSE

post\_length FALSE FALSE

PostCommentCount FALSE FALSE

PostUpVotes FALSE FALSE

PostDownVotes FALSE FALSE

1 subsets of each size up to 24

Selection Algorithm: forward

CommentScore CommentCrDays CommentLength comment\_owner\_reputation

1 ( 1 ) " " " " " " " "

2 ( 1 ) " " " " " " " "

3 ( 1 ) " " " " " " " "

4 ( 1 ) " " " " " " " "

5 ( 1 ) " " " " " " " "

6 ( 1 ) " " " " "\*" " "

7 ( 1 ) " " " " "\*" " "

8 ( 1 ) " " " " "\*" " "

9 ( 1 ) " " " " "\*" " "

10 ( 1 ) "\*" " " "\*" " "

11 ( 1 ) "\*" " " "\*" " "

12 ( 1 ) "\*" " " "\*" " "

13 ( 1 ) "\*" "\*" "\*" " "

14 ( 1 ) "\*" "\*" "\*" " "

15 ( 1 ) "\*" "\*" "\*" "\*"

16 ( 1 ) "\*" "\*" "\*" "\*"

17 ( 1 ) "\*" "\*" "\*" "\*"

18 ( 1 ) "\*" "\*" "\*" "\*"

19 ( 1 ) "\*" "\*" "\*" "\*"

20 ( 1 ) "\*" "\*" "\*" "\*"

21 ( 1 ) "\*" "\*" "\*" "\*"

22 ( 1 ) "\*" "\*" "\*" "\*"

23 ( 1 ) "\*" "\*" "\*" "\*"

24 ( 1 ) "\*" "\*" "\*" "\*"

comment\_owner\_profile\_summary comment\_owner\_views comment\_owner\_upvotes

1 ( 1 ) " " " " " "

2 ( 1 ) " " " " " "

3 ( 1 ) " " " " " "

4 ( 1 ) " " " " " "

5 ( 1 ) " " " " "\*"

6 ( 1 ) " " " " "\*"

7 ( 1 ) " " " " "\*"

8 ( 1 ) " " " " "\*"

9 ( 1 ) " " " " "\*"

10 ( 1 ) " " " " "\*"

11 ( 1 ) "\*" " " "\*"

12 ( 1 ) "\*" " " "\*"

13 ( 1 ) "\*" " " "\*"

14 ( 1 ) "\*" "\*" "\*"

15 ( 1 ) "\*" "\*" "\*"

16 ( 1 ) "\*" "\*" "\*"

17 ( 1 ) "\*" "\*" "\*"

18 ( 1 ) "\*" "\*" "\*"

19 ( 1 ) "\*" "\*" "\*"

20 ( 1 ) "\*" "\*" "\*"

21 ( 1 ) "\*" "\*" "\*"

22 ( 1 ) "\*" "\*" "\*"

23 ( 1 ) "\*" "\*" "\*"

24 ( 1 ) "\*" "\*" "\*"

comment\_owner\_downvotes comment\_owner\_lastactivity\_days

1 ( 1 ) " " " "

2 ( 1 ) " " " "

3 ( 1 ) " " " "

4 ( 1 ) " " "\*"

5 ( 1 ) " " "\*"

6 ( 1 ) " " "\*"

7 ( 1 ) " " "\*"

8 ( 1 ) "\*" "\*"

9 ( 1 ) "\*" "\*"

10 ( 1 ) "\*" "\*"

11 ( 1 ) "\*" "\*"

12 ( 1 ) "\*" "\*"

13 ( 1 ) "\*" "\*"

14 ( 1 ) "\*" "\*"

15 ( 1 ) "\*" "\*"

16 ( 1 ) "\*" "\*"

17 ( 1 ) "\*" "\*"

18 ( 1 ) "\*" "\*"

19 ( 1 ) "\*" "\*"

20 ( 1 ) "\*" "\*"

21 ( 1 ) "\*" "\*"

22 ( 1 ) "\*" "\*"

23 ( 1 ) "\*" "\*"

24 ( 1 ) "\*" "\*"

editDurationAfterCreation activityDurationAfterCreation title\_length num\_tags

1 ( 1 ) " " " " " " " "

2 ( 1 ) " " " " " " " "

3 ( 1 ) " " " " " " " "

4 ( 1 ) " " " " " " " "

5 ( 1 ) " " " " " " " "

6 ( 1 ) " " " " " " " "

7 ( 1 ) " " " " " " " "

8 ( 1 ) " " " " " " " "

9 ( 1 ) " " " " " " " "

10 ( 1 ) " " " " " " " "

11 ( 1 ) " " " " " " " "

12 ( 1 ) " " " " " " " "

13 ( 1 ) " " " " " " " "

14 ( 1 ) " " " " " " " "

15 ( 1 ) " " " " " " " "

16 ( 1 ) " " "\*" " " " "

17 ( 1 ) " " "\*" " " " "

18 ( 1 ) " " "\*" "\*" " "

19 ( 1 ) " " "\*" "\*" "\*"

20 ( 1 ) "\*" "\*" "\*" "\*"

21 ( 1 ) "\*" "\*" "\*" "\*"

22 ( 1 ) "\*" "\*" "\*" "\*"

23 ( 1 ) "\*" "\*" "\*" "\*"

24 ( 1 ) "\*" "\*" "\*" "\*"

PostAnswerCount num\_favorite hascode post\_views postTypeId IsAcceptedAnswer

1 ( 1 ) " " " " " " " " "\*" " "

2 ( 1 ) " " " " " " " " "\*" " "

3 ( 1 ) " " " " " " " " "\*" "\*"

4 ( 1 ) " " " " " " " " "\*" "\*"

5 ( 1 ) " " " " " " " " "\*" "\*"

6 ( 1 ) " " " " " " " " "\*" "\*"

7 ( 1 ) " " "\*" " " " " "\*" "\*"

8 ( 1 ) " " "\*" " " " " "\*" "\*"

9 ( 1 ) " " "\*" " " " " "\*" "\*"

10 ( 1 ) " " "\*" " " " " "\*" "\*"

11 ( 1 ) " " "\*" " " " " "\*" "\*"

12 ( 1 ) "\*" "\*" " " " " "\*" "\*"

13 ( 1 ) "\*" "\*" " " " " "\*" "\*"

14 ( 1 ) "\*" "\*" " " " " "\*" "\*"

15 ( 1 ) "\*" "\*" " " " " "\*" "\*"

16 ( 1 ) "\*" "\*" " " " " "\*" "\*"

17 ( 1 ) "\*" "\*" " " " " "\*" "\*"

18 ( 1 ) "\*" "\*" " " " " "\*" "\*"

19 ( 1 ) "\*" "\*" " " " " "\*" "\*"

20 ( 1 ) "\*" "\*" " " " " "\*" "\*"

21 ( 1 ) "\*" "\*" " " "\*" "\*" "\*"

22 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"

23 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"

24 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"

postScore post\_length PostCommentCount PostUpVotes PostDownVotes

1 ( 1 ) " " " " " " " " " "

2 ( 1 ) " " " " "\*" " " " "

3 ( 1 ) " " " " "\*" " " " "

4 ( 1 ) " " " " "\*" " " " "

5 ( 1 ) " " " " "\*" " " " "

6 ( 1 ) " " " " "\*" " " " "

7 ( 1 ) " " " " "\*" " " " "

8 ( 1 ) " " " " "\*" " " " "

9 ( 1 ) " " "\*" "\*" " " " "

10 ( 1 ) " " "\*" "\*" " " " "

11 ( 1 ) " " "\*" "\*" " " " "

12 ( 1 ) " " "\*" "\*" " " " "

13 ( 1 ) " " "\*" "\*" " " " "

14 ( 1 ) " " "\*" "\*" " " " "

15 ( 1 ) " " "\*" "\*" " " " "

16 ( 1 ) " " "\*" "\*" " " " "

17 ( 1 ) " " "\*" "\*" " " "\*"

18 ( 1 ) " " "\*" "\*" " " "\*"

19 ( 1 ) " " "\*" "\*" " " "\*"

20 ( 1 ) " " "\*" "\*" " " "\*"

21 ( 1 ) " " "\*" "\*" " " "\*"

22 ( 1 ) " " "\*" "\*" " " "\*"

23 ( 1 ) " " "\*" "\*" "\*" "\*"

24 ( 1 ) "\*" "\*" "\*" "\*" "\*"

> regfit.bwd=regsubsets(SentimentScore~.,data=Q3df,nvmax=25,method="backward"

+ )

> summary(regfit.bwd)

Subset selection object

Call: regsubsets.formula(SentimentScore ~ ., data = Q3df, nvmax = 25,

method = "backward")

24 Variables (and intercept)

Forced in Forced out

CommentScore FALSE FALSE

CommentCrDays FALSE FALSE

CommentLength FALSE FALSE

comment\_owner\_reputation FALSE FALSE

comment\_owner\_profile\_summary FALSE FALSE

comment\_owner\_views FALSE FALSE

comment\_owner\_upvotes FALSE FALSE

comment\_owner\_downvotes FALSE FALSE

comment\_owner\_lastactivity\_days FALSE FALSE

editDurationAfterCreation FALSE FALSE

activityDurationAfterCreation FALSE FALSE

title\_length FALSE FALSE

num\_tags FALSE FALSE

PostAnswerCount FALSE FALSE

num\_favorite FALSE FALSE

hascode FALSE FALSE

post\_views FALSE FALSE

postTypeId FALSE FALSE

IsAcceptedAnswer FALSE FALSE

postScore FALSE FALSE

post\_length FALSE FALSE

PostCommentCount FALSE FALSE

PostUpVotes FALSE FALSE

PostDownVotes FALSE FALSE

1 subsets of each size up to 24

Selection Algorithm: backward

CommentScore CommentCrDays CommentLength comment\_owner\_reputation

1 ( 1 ) " " " " " " " "

2 ( 1 ) " " " " " " " "

3 ( 1 ) " " " " " " " "

4 ( 1 ) " " " " " " " "

5 ( 1 ) " " " " " " " "

6 ( 1 ) " " " " "\*" " "

7 ( 1 ) " " " " "\*" " "

8 ( 1 ) " " " " "\*" "\*"

9 ( 1 ) " " " " "\*" "\*"

10 ( 1 ) " " " " "\*" "\*"

11 ( 1 ) "\*" " " "\*" "\*"

12 ( 1 ) "\*" " " "\*" "\*"

13 ( 1 ) "\*" " " "\*" "\*"

14 ( 1 ) "\*" "\*" "\*" "\*"

15 ( 1 ) "\*" "\*" "\*" "\*"

16 ( 1 ) "\*" "\*" "\*" "\*"

17 ( 1 ) "\*" "\*" "\*" "\*"

18 ( 1 ) "\*" "\*" "\*" "\*"

19 ( 1 ) "\*" "\*" "\*" "\*"

20 ( 1 ) "\*" "\*" "\*" "\*"

21 ( 1 ) "\*" "\*" "\*" "\*"

22 ( 1 ) "\*" "\*" "\*" "\*"

23 ( 1 ) "\*" "\*" "\*" "\*"

24 ( 1 ) "\*" "\*" "\*" "\*"

comment\_owner\_profile\_summary comment\_owner\_views comment\_owner\_upvotes

1 ( 1 ) " " " " " "

2 ( 1 ) " " " " " "

3 ( 1 ) " " " " " "

4 ( 1 ) " " " " " "

5 ( 1 ) " " " " " "

6 ( 1 ) " " " " " "

7 ( 1 ) " " " " " "

8 ( 1 ) " " " " " "

9 ( 1 ) " " " " " "

10 ( 1 ) " " "\*" " "

11 ( 1 ) " " "\*" " "

12 ( 1 ) "\*" "\*" " "

13 ( 1 ) "\*" "\*" " "

14 ( 1 ) "\*" "\*" " "

15 ( 1 ) "\*" "\*" "\*"

16 ( 1 ) "\*" "\*" "\*"

17 ( 1 ) "\*" "\*" "\*"

18 ( 1 ) "\*" "\*" "\*"

19 ( 1 ) "\*" "\*" "\*"

20 ( 1 ) "\*" "\*" "\*"

21 ( 1 ) "\*" "\*" "\*"

22 ( 1 ) "\*" "\*" "\*"

23 ( 1 ) "\*" "\*" "\*"

24 ( 1 ) "\*" "\*" "\*"

comment\_owner\_downvotes comment\_owner\_lastactivity\_days

1 ( 1 ) " " " "

2 ( 1 ) " " " "

3 ( 1 ) " " " "

4 ( 1 ) " " "\*"

5 ( 1 ) "\*" "\*"

6 ( 1 ) "\*" "\*"

7 ( 1 ) "\*" "\*"

8 ( 1 ) "\*" "\*"

9 ( 1 ) "\*" "\*"

10 ( 1 ) "\*" "\*"

11 ( 1 ) "\*" "\*"

12 ( 1 ) "\*" "\*"

13 ( 1 ) "\*" "\*"

14 ( 1 ) "\*" "\*"

15 ( 1 ) "\*" "\*"

16 ( 1 ) "\*" "\*"

17 ( 1 ) "\*" "\*"

18 ( 1 ) "\*" "\*"

19 ( 1 ) "\*" "\*"

20 ( 1 ) "\*" "\*"

21 ( 1 ) "\*" "\*"

22 ( 1 ) "\*" "\*"

23 ( 1 ) "\*" "\*"

24 ( 1 ) "\*" "\*"

editDurationAfterCreation activityDurationAfterCreation title\_length num\_tags

1 ( 1 ) " " " " " " " "

2 ( 1 ) " " " " " " " "

3 ( 1 ) " " " " " " " "

4 ( 1 ) " " " " " " " "

5 ( 1 ) " " " " " " " "

6 ( 1 ) " " " " " " " "

7 ( 1 ) " " " " " " " "

8 ( 1 ) " " " " " " " "

9 ( 1 ) " " " " " " " "

10 ( 1 ) " " " " " " " "

11 ( 1 ) " " " " " " " "

12 ( 1 ) " " " " " " " "

13 ( 1 ) " " " " " " " "

14 ( 1 ) " " " " " " " "

15 ( 1 ) " " " " " " " "

16 ( 1 ) " " "\*" " " " "

17 ( 1 ) " " "\*" " " " "

18 ( 1 ) " " "\*" " " " "

19 ( 1 ) " " "\*" " " " "

20 ( 1 ) " " "\*" "\*" " "

21 ( 1 ) " " "\*" "\*" "\*"

22 ( 1 ) " " "\*" "\*" "\*"

23 ( 1 ) "\*" "\*" "\*" "\*"

24 ( 1 ) "\*" "\*" "\*" "\*"

PostAnswerCount num\_favorite hascode post\_views postTypeId IsAcceptedAnswer

1 ( 1 ) " " " " " " " " "\*" " "

2 ( 1 ) " " " " " " " " "\*" " "

3 ( 1 ) " " " " " " " " "\*" "\*"

4 ( 1 ) " " " " " " " " "\*" "\*"

5 ( 1 ) " " " " " " " " "\*" "\*"

6 ( 1 ) " " " " " " " " "\*" "\*"

7 ( 1 ) " " "\*" " " " " "\*" "\*"

8 ( 1 ) " " "\*" " " " " "\*" "\*"

9 ( 1 ) " " "\*" " " " " "\*" "\*"

10 ( 1 ) " " "\*" " " " " "\*" "\*"

11 ( 1 ) " " "\*" " " " " "\*" "\*"

12 ( 1 ) " " "\*" " " " " "\*" "\*"

13 ( 1 ) "\*" "\*" " " " " "\*" "\*"

14 ( 1 ) "\*" "\*" " " " " "\*" "\*"

15 ( 1 ) "\*" "\*" " " " " "\*" "\*"

16 ( 1 ) "\*" "\*" " " " " "\*" "\*"

17 ( 1 ) "\*" "\*" " " " " "\*" "\*"

18 ( 1 ) "\*" "\*" " " " " "\*" "\*"

19 ( 1 ) "\*" "\*" " " " " "\*" "\*"

20 ( 1 ) "\*" "\*" " " " " "\*" "\*"

21 ( 1 ) "\*" "\*" " " " " "\*" "\*"

22 ( 1 ) "\*" "\*" " " "\*" "\*" "\*"

23 ( 1 ) "\*" "\*" " " "\*" "\*" "\*"

24 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"

postScore post\_length PostCommentCount PostUpVotes PostDownVotes

1 ( 1 ) " " " " " " " " " "

2 ( 1 ) " " " " "\*" " " " "

3 ( 1 ) " " " " "\*" " " " "

4 ( 1 ) " " " " "\*" " " " "

5 ( 1 ) " " " " "\*" " " " "

6 ( 1 ) " " " " "\*" " " " "

7 ( 1 ) " " " " "\*" " " " "

8 ( 1 ) " " " " "\*" " " " "

9 ( 1 ) " " "\*" "\*" " " " "

10 ( 1 ) " " "\*" "\*" " " " "

11 ( 1 ) " " "\*" "\*" " " " "

12 ( 1 ) " " "\*" "\*" " " " "

13 ( 1 ) " " "\*" "\*" " " " "

14 ( 1 ) " " "\*" "\*" " " " "

15 ( 1 ) " " "\*" "\*" " " " "

16 ( 1 ) " " "\*" "\*" " " " "

17 ( 1 ) " " "\*" "\*" " " "\*"

18 ( 1 ) " " "\*" "\*" "\*" "\*"

19 ( 1 ) "\*" "\*" "\*" "\*" "\*"

20 ( 1 ) "\*" "\*" "\*" "\*" "\*"

21 ( 1 ) "\*" "\*" "\*" "\*" "\*"

22 ( 1 ) "\*" "\*" "\*" "\*" "\*"

23 ( 1 ) "\*" "\*" "\*" "\*" "\*"

24 ( 1 ) "\*" "\*" "\*" "\*" "\*"

> coef(regfit.full,7)

(Intercept) CommentLength

2.121948e+00 1.391808e-04

comment\_owner\_upvotes comment\_owner\_lastactivity\_days

-9.200970e-06 5.703298e-04

num\_favorite postTypeId

9.054091e-03 9.883489e-02

IsAcceptedAnswer PostCommentCount

9.811977e-02 -9.464200e-03

> coef(regfit.fwd,7)

(Intercept) CommentLength

2.121948e+00 1.391808e-04

comment\_owner\_upvotes comment\_owner\_lastactivity\_days

-9.200970e-06 5.703298e-04

num\_favorite postTypeId

9.054091e-03 9.883489e-02

IsAcceptedAnswer PostCommentCount

9.811977e-02 -9.464200e-03

> coef(regfit.bwd,7)

(Intercept) CommentLength

2.119595e+00 1.284322e-04

comment\_owner\_downvotes comment\_owner\_lastactivity\_days

-6.656976e-06 6.057056e-04

num\_favorite postTypeId

8.785009e-03 9.752432e-02

IsAcceptedAnswer PostCommentCount

9.879619e-02 -9.483886e-03

> set.seed(1)

> train=sample(c(TRUE,FALSE), nrow(Q3df),rep=TRUE)

> test=(!train)

> regfit.best=regsubsets(SentimentScore~.,data=Q3df[train,],nvmax=25)

> test.mat=model.matrix(SentimentScore~.,data=Q3df[test,])

> val.errors=rep(NA,25)

> for(i in 1:24){

+ coefi=coef(regfit.best,id=i)

+ pred=test.mat[,names(coefi)]%\*%coefi

+ val.errors[i]=mean((Q2df$accepted\_answer\_flag[test]-pred)^2)

+ }

> val.errors

[1] 4.943091 4.948854 4.949073 4.949220 4.948741 4.950904 4.951578 4.951579 4.951543

[10] 4.950707 4.950675 4.951003 4.950558 4.950523 4.950217 4.950279 4.950223 4.949929

[19] 4.950079 4.950081 4.950154 4.950113 4.950113 4.950134 NA

> which.min(val.errors)

[1] 1

> coef(regfit.best,24)

(Intercept) CommentScore

2.050387e+00 -2.527981e-03

CommentCrDays CommentLength

-1.113496e-04 1.381652e-04

comment\_owner\_reputation comment\_owner\_profile\_summary

-2.040678e-07 -5.646625e-03

comment\_owner\_views comment\_owner\_upvotes

3.086106e-07 -3.316175e-06

comment\_owner\_downvotes comment\_owner\_lastactivity\_days

-2.657463e-06 4.328995e-04

editDurationAfterCreation activityDurationAfterCreation

9.331199e-05 2.269298e-04

title\_length num\_tags

3.245885e-04 1.975285e-03

PostAnswerCount num\_favorite

6.764146e-03 9.980540e-03

hascode post\_views

-5.754213e-03 -4.360660e-06

postTypeId IsAcceptedAnswer

1.477826e-01 1.037886e-01

postScore post\_length

-3.318392e-03 6.331601e-06

PostCommentCount PostUpVotes

-1.051133e-02 3.217659e-03

PostDownVotes

-6.953369e-03

> predict.regsubsets=function(object,newdata,id,...){

+ form=as.formula(object$call[[2]])

+ mat=model.matrix(form,newdata)

+ coefi=coef(object,id=id)

+ xvars=names(coefi)

+ mat[,xvars]%\*%coefi

+ }

> regfit.best=regsubsets(SentimentScore~.,data=Q3df,nvmax=26)

> coef(regfit.best,24)

(Intercept) CommentScore

4.653228e-02 -5.486034e-03

CommentCrDays CommentLength

-7.392533e-05 1.285232e-04

comment\_owner\_reputation comment\_owner\_profile\_summary

-1.863706e-07 -7.202571e-03

comment\_owner\_views comment\_owner\_upvotes

2.790236e-07 -3.499492e-06

comment\_owner\_downvotes comment\_owner\_lastactivity\_days

-3.429080e-06 5.395105e-04

editDurationAfterCreation activityDurationAfterCreation

1.226762e-04 1.258002e-04

title\_length num\_tags

2.273232e-04 -3.243711e-03

PostAnswerCount num\_favorite

1.014764e-02 9.449765e-03

hascode post\_views

3.714281e-03 -2.830536e-06

postTypeId IsAcceptedAnswer

1.449792e-01 9.685918e-02

postScore post\_length

-2.889953e-02 6.184775e-06

PostCommentCount PostUpVotes

-9.523447e-03 2.895800e-02

PostDownVotes

-3.299746e-02

> k=24

> set.seed(1)

> folds=sample(1:k,nrow(Q3df),replace=TRUE)

> cv.errors=matrix(NA,k,25, dimnames=list(NULL, paste(1:25)))

> for(j in 1:k){

+ best.fit=regsubsets(SentimentScore~.,data=Q3df[folds!=j,],nvmax=24)

+ for(i in 1:24){

+ pred=predict(best.fit,Q3df[folds==j,],id=i)

+ cv.errors[j,i]=mean( (Q3df$SentimentScore[folds==j]-pred)^2)

+ }

+ }

> mean.cv.errors=apply(cv.errors,2,mean)

> mean.cv.errors

1 2 3 4 5 6 7 8 9

0.4901022 0.4881375 0.4867505 0.4865834 0.4859859 0.4858126 0.4854753 0.4851784 0.4852343

10 11 12 13 14 15 16 17 18

0.4852620 0.4850431 0.4852058 0.4851952 0.4851196 0.4850597 0.4850249 0.4849512 0.4850309

19 20 21 22 23 24 25

0.4850688 0.4850668 0.4850721 0.4850371 0.4850080 0.4850067 NA

> par(mfrow=c(1,1))

> plot(mean.cv.errors,type='b')

> reg.best=regsubsets(SentimentScore~.,data=Q3df, nvmax=24)

> coef(reg.best,3)

(Intercept) postTypeId IsAcceptedAnswer PostCommentCount

0.141909889 0.097384891 0.101440036 -0.009116773
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> fix(Q3df)

> names(Q3df)

[1] "CommentScore" "CommentCrDays"

[3] "CommentLength" "comment\_owner\_reputation"

[5] "comment\_owner\_profile\_summary" "comment\_owner\_views"

[7] "comment\_owner\_upvotes" "comment\_owner\_downvotes"

[9] "comment\_owner\_lastactivity\_days" "editDurationAfterCreation"

[11] "activityDurationAfterCreation" "title\_length"

[13] "num\_tags" "PostAnswerCount"

[15] "num\_favorite" "hascode"

[17] "post\_views" "postTypeId"

[19] "IsAcceptedAnswer" "postScore"

[21] "post\_length" "PostCommentCount"

[23] "PostUpVotes" "PostDownVotes"

[25] "SentimentScore"

> dim(Q3df)

[1] 50000 25

> sum(is.na(Q3df$accepted\_answer\_flag))

[1] 0

> Q2df=na.omit(Q3df)

> dim(Q3df)

[1] 50000 25

> sum(is.na(Q3df))

[1] 0

> library(glmnet)

> x=model.matrix(SentimentScore~.,Q3df)[,-1]

> y=Q3df$SentimentScore

> grid=10^seq(10,-2,length=100)

> ridge.mod=glmnet(x,y,alpha=0,lambda=grid)

> dim(coef(ridge.mod))

[1] 25 100

> ridge.mod$lambda[50]

[1] 11497.57

> coef(ridge.mod)[,50]

(Intercept) CommentScore

2.674400e-01 -7.545200e-07

CommentCrDays CommentLength

-1.504906e-09 4.643934e-09

comment\_owner\_reputation comment\_owner\_profile\_summary

-2.566712e-11 -1.387635e-06

comment\_owner\_views comment\_owner\_upvotes

-1.233101e-11 -7.920546e-10

comment\_owner\_downvotes comment\_owner\_lastactivity\_days

-5.901519e-10 4.785541e-08

editDurationAfterCreation activityDurationAfterCreation

1.654108e-08 -7.134305e-09

title\_length num\_tags

-1.366800e-07 -2.376027e-06

PostAnswerCount num\_favorite

-1.625277e-06 -2.733356e-07

hascode post\_views

2.802591e-08 -7.188613e-10

postTypeId IsAcceptedAnswer

8.787701e-06 8.716925e-06

postScore post\_length

-3.057351e-09 -9.243461e-11

PostCommentCount PostUpVotes

-6.355428e-07 -1.579046e-08

PostDownVotes

-1.810618e-06

> sqrt(sum(coef(ridge.mod)[-1,50]^2))

[1] 1.295259e-05

> coef(ridge.mod)[,60]

(Intercept) CommentScore

2.674395e-01 -1.225817e-05

CommentCrDays CommentLength

-2.451127e-08 7.569856e-08

comment\_owner\_reputation comment\_owner\_profile\_summary

-4.171656e-10 -2.256107e-05

comment\_owner\_views comment\_owner\_upvotes

-1.996953e-10 -1.287272e-08

comment\_owner\_downvotes comment\_owner\_lastactivity\_days

-9.592233e-09 7.784721e-07

editDurationAfterCreation activityDurationAfterCreation

2.695786e-07 -1.150359e-07

title\_length num\_tags

-2.219797e-06 -3.858298e-05

PostAnswerCount num\_favorite

-2.638460e-05 -4.400206e-06

hascode post\_views

4.625604e-07 -1.161979e-08

postTypeId IsAcceptedAnswer

1.426654e-04 1.417003e-04

postScore post\_length

-4.692492e-08 -1.483142e-09

PostCommentCount PostUpVotes

-1.033788e-05 -2.536661e-07

PostDownVotes

-2.940462e-05

> sqrt(sum(coef(ridge.mod)[-1,60]^2))

[1] 0.000210412

> predict(ridge.mod,s=500,type="coefficients")[1:25,]

(Intercept) CommentScore

2.674393e-01 -1.752933e-05

CommentCrDays CommentLength

-3.509461e-08 1.084246e-07

comment\_owner\_reputation comment\_owner\_profile\_summary

-5.966685e-10 -3.227444e-05

comment\_owner\_views comment\_owner\_upvotes

-2.851228e-10 -1.841141e-08

comment\_owner\_downvotes comment\_owner\_lastactivity\_days

-1.372007e-08 1.113916e-06

editDurationAfterCreation activityDurationAfterCreation

3.860876e-07 -1.638989e-07

title\_length num\_tags

-3.173814e-06 -5.516110e-05

PostAnswerCount num\_favorite

-3.771628e-05 -6.264268e-06

hascode post\_views

6.665143e-07 -1.657552e-08

postTypeId IsAcceptedAnswer

2.039421e-04 2.026904e-04

postScore post\_length

-6.520343e-08 -2.108022e-09

PostCommentCount PostUpVotes

-1.479208e-05 -3.607602e-07

PostDownVotes

-4.204118e-05

> set.seed(1)

> train=sample(1:nrow(x), nrow(x)/2)

> test=(-train)

> y.test=y[test]

> ridge.mod=glmnet(x[train,],y[train],alpha=0,lambda=grid, thresh=1e-12)

> ridge.pred=predict(ridge.mod,s=4,newx=x[test,])

> mean((ridge.pred-y.test)^2)

[1] 0.4869801

> mean((mean(y[train])-y.test)^2)

[1] 0.4920119

> ridge.pred=predict(ridge.mod,s=1e10,newx=x[test,])

> mean((ridge.pred-y.test)^2)

[1] 0.4920119

> ridge.pred=predict(ridge.mod,s=0,newx=x[test,],exact=T)

> mean((ridge.pred-y.test)^2)

[1] 0.4822871

> lm(y~x, subset=train)

Call:

lm(formula = y ~ x, subset = train)

Coefficients:

(Intercept) xCommentScore

3.034e-02 -8.285e-03

xCommentCrDays xCommentLength

-1.218e-04 1.336e-04

xcomment\_owner\_reputation xcomment\_owner\_profile\_summary

-2.228e-07 -4.584e-03

xcomment\_owner\_views xcomment\_owner\_upvotes

4.941e-07 -1.288e-06

xcomment\_owner\_downvotes xcomment\_owner\_lastactivity\_days

-3.821e-06 5.516e-04

xeditDurationAfterCreation xactivityDurationAfterCreation

8.688e-05 1.410e-04

xtitle\_length xnum\_tags

1.445e-04 -5.078e-03

xPostAnswerCount xnum\_favorite

1.539e-02 5.591e-03

xhascode xpost\_views

-2.208e-04 1.811e-06

xpostTypeId xIsAcceptedAnswer

1.520e-01 1.127e-01

xpostScore xpost\_length

-1.139e-02 4.312e-06

xPostCommentCount xPostUpVotes

-9.086e-03 1.122e-02

xPostDownVotes

-1.561e-02

> predict(ridge.mod,s=0,exact=T,type="coefficients")[1:25,]

(Intercept) CommentScore

3.030178e-02 -8.284729e-03

CommentCrDays CommentLength

-1.217552e-04 1.336419e-04

comment\_owner\_reputation comment\_owner\_profile\_summary

-2.228017e-07 -4.584323e-03

comment\_owner\_views comment\_owner\_upvotes

4.941145e-07 -1.287735e-06

comment\_owner\_downvotes comment\_owner\_lastactivity\_days

-3.821179e-06 5.515542e-04

editDurationAfterCreation activityDurationAfterCreation

8.691441e-05 1.409845e-04

title\_length num\_tags

1.445228e-04 -5.081293e-03

PostAnswerCount num\_favorite

1.539464e-02 5.592095e-03

hascode post\_views

-2.207117e-04 1.808175e-06

postTypeId IsAcceptedAnswer

1.519684e-01 1.126509e-01

postScore post\_length

-1.066573e-02 4.313745e-06

PostCommentCount PostUpVotes

-9.086300e-03 1.048876e-02

PostDownVotes

-1.487913e-02

> set.seed(1)

> cv.out=cv.glmnet(x[train,],y[train],alpha=0)

> plot(cv.out)

> bestlam=cv.out$lambda.min

> bestlam

[1] 0.03287641
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> ridge.pred=predict(ridge.mod,s=bestlam,newx=x[test,])

> mean((ridge.pred-y.test)^2)

[1] 0.482261

> out=glmnet(x,y,alpha=0)

> predict(out,type="coefficients",s=bestlam)[1:25,]
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2.470619e-07 -3.653344e-06

comment\_owner\_downvotes comment\_owner\_lastactivity\_days

-3.466172e-06 5.169837e-04

editDurationAfterCreation activityDurationAfterCreation

1.349340e-04 1.151007e-04

title\_length num\_tags

-7.302651e-05 -6.221418e-03

PostAnswerCount num\_favorite

1.101935e-03 8.984145e-03

hascode post\_views

3.824967e-03 -7.478733e-07

postTypeId IsAcceptedAnswer

7.657585e-02 9.278628e-02

postScore post\_length

4.596677e-05 5.831033e-06

PostCommentCount PostUpVotes

-8.992794e-03 6.428105e-05

PostDownVotes

-4.927510e-03

> lasso.mod=glmnet(x[train,],y[train],alpha=1,lambda=grid)

> plot(lasso.mod)
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> set.seed(1)

> cv.out=cv.glmnet(x[train,],y[train],alpha=1)

> plot(cv.out)

> bestlam=cv.out$lambda.min
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> lasso.pred=predict(lasso.mod,s=bestlam,newx=x[test,])

> mean((lasso.pred-y.test)^2)

[1] 0.4831451

> out=glmnet(x,y,alpha=1,lambda=grid)

> lasso.coef=predict(out,type="coefficients",s=bestlam)[1:25,]

> lasso.coef

(Intercept) CommentScore

1.616890e-01 0.000000e+00

CommentCrDays CommentLength

0.000000e+00 3.132565e-05

comment\_owner\_reputation comment\_owner\_profile\_summary

-2.980265e-08 -3.489407e-03

comment\_owner\_views comment\_owner\_upvotes

0.000000e+00 -3.290342e-06

comment\_owner\_downvotes comment\_owner\_lastactivity\_days

-2.532104e-06 3.298435e-04

editDurationAfterCreation activityDurationAfterCreation

0.000000e+00 0.000000e+00

title\_length num\_tags

0.000000e+00 0.000000e+00

PostAnswerCount num\_favorite

0.000000e+00 3.343166e-04

hascode post\_views

0.000000e+00 0.000000e+00

postTypeId IsAcceptedAnswer

8.235835e-02 7.838857e-02

postScore post\_length

0.000000e+00 0.000000e+00

PostCommentCount PostUpVotes

-7.186783e-03 0.000000e+00

PostDownVotes

-1.788575e-04

> lasso.coef[lasso.coef!=0]

(Intercept) CommentLength

1.616890e-01 3.132565e-05

comment\_owner\_reputation comment\_owner\_profile\_summary

-2.980265e-08 -3.489407e-03

comment\_owner\_upvotes comment\_owner\_downvotes

-3.290342e-06 -2.532104e-06

comment\_owner\_lastactivity\_days num\_favorite

3.298435e-04 3.343166e-04

postTypeId IsAcceptedAnswer

8.235835e-02 7.838857e-02

PostCommentCount PostDownVotes

-7.186783e-03 -1.788575e-04

> library(pls)

> set.seed(2)

> pcr.fit=pcr(SentimentScore~., data=Q3df,scale=TRUE,validation="CV")

> summary(pcr.fit)

Data: X dimension: 50000 24

Y dimension: 50000 1

Fit method: svdpc

Number of components considered: 24

VALIDATION: RMSEP

Cross-validated using 10 random segments.

(Intercept) 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps 8 comps

CV 0.7034 0.7002 0.6994 0.6989 0.6988 0.6988 0.6986 0.6985 0.6976

adjCV 0.7034 0.7002 0.6994 0.6989 0.6988 0.6988 0.6985 0.6985 0.6976

9 comps 10 comps 11 comps 12 comps 13 comps 14 comps 15 comps 16 comps

CV 0.6976 0.6976 0.6974 0.6974 0.6974 0.6973 0.6968 0.6965

adjCV 0.6976 0.6976 0.6974 0.6974 0.6974 0.6973 0.6968 0.6965

17 comps 18 comps 19 comps 20 comps 21 comps 22 comps 23 comps 24 comps

CV 0.6966 0.6966 0.6965 0.6965 0.6966 0.6966 0.6965 0.6965

adjCV 0.6966 0.6965 0.6965 0.6965 0.6965 0.6965 0.6964 0.6964

TRAINING: % variance explained

1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps 8 comps

X 18.9523 31.158 41.682 48.53 53.879 59.071 63.469 67.612

SentimentScore 0.8968 1.151 1.296 1.31 1.337 1.403 1.426 1.672

9 comps 10 comps 11 comps 12 comps 13 comps 14 comps 15 comps

X 71.578 75.236 78.645 81.987 85.267 88.036 90.623

SentimentScore 1.674 1.694 1.733 1.753 1.753 1.798 1.928

16 comps 17 comps 18 comps 19 comps 20 comps 21 comps 22 comps

X 93.154 95.308 96.612 97.634 98.600 99.329 99.852

SentimentScore 2.014 2.014 2.024 2.028 2.032 2.033 2.034

23 comps 24 comps

X 100.000 100.00

SentimentScore 2.068 2.07

> validationplot(pcr.fit,val.type="MSEP")

> set.seed(1)

> pcr.fit=pcr(SentimentScore~., data=Q3df,subset=train,scale=TRUE, validation="CV")

> validationplot(pcr.fit,val.type="MSEP")

> library(pls)

> set.seed(2)

> pcr.fit=pcr(SentimentScore~., data=Q3df,scale=TRUE,validation="CV")

> summary(pcr.fit)

Data: X dimension: 50000 24

Y dimension: 50000 1

Fit method: svdpc

Number of components considered: 24

VALIDATION: RMSEP

Cross-validated using 10 random segments.

(Intercept) 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps 8 comps

CV 0.7034 0.7002 0.6994 0.6989 0.6988 0.6988 0.6986 0.6985 0.6976

adjCV 0.7034 0.7002 0.6994 0.6989 0.6988 0.6988 0.6985 0.6985 0.6976

9 comps 10 comps 11 comps 12 comps 13 comps 14 comps 15 comps 16 comps

CV 0.6976 0.6976 0.6974 0.6974 0.6974 0.6973 0.6968 0.6965

adjCV 0.6976 0.6976 0.6974 0.6974 0.6974 0.6973 0.6968 0.6965

17 comps 18 comps 19 comps 20 comps 21 comps 22 comps 23 comps 24 comps

CV 0.6966 0.6966 0.6965 0.6965 0.6966 0.6966 0.6965 0.6965

adjCV 0.6966 0.6965 0.6965 0.6965 0.6965 0.6965 0.6964 0.6964

TRAINING: % variance explained

1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps 8 comps

X 18.9523 31.158 41.682 48.53 53.879 59.071 63.469 67.612

SentimentScore 0.8968 1.151 1.296 1.31 1.337 1.403 1.426 1.672

9 comps 10 comps 11 comps 12 comps 13 comps 14 comps 15 comps

X 71.578 75.236 78.645 81.987 85.267 88.036 90.623

SentimentScore 1.674 1.694 1.733 1.753 1.753 1.798 1.928

16 comps 17 comps 18 comps 19 comps 20 comps 21 comps 22 comps

X 93.154 95.308 96.612 97.634 98.600 99.329 99.852

SentimentScore 2.014 2.014 2.024 2.028 2.032 2.033 2.034

23 comps 24 comps

X 100.000 100.00

SentimentScore 2.068 2.07

> validationplot(pcr.fit,val.type="MSEP")

> set.seed(1)

> pcr.fit=pcr(SentimentScore~., data=Q3df,subset=train,scale=TRUE, validation="CV")

> validationplot(pcr.fit,val.type="MSEP")

> pcr.pred=predict(pcr.fit,x[test,],ncomp=7)

> mean((pcr.pred-y.test)^2)

[1] 0.4846027

> pcr.fit=pcr(y~x,scale=TRUE,ncomp=7)

> summary(pcr.fit)

Data: X dimension: 50000 24

Y dimension: 50000 1

Fit method: svdpc

Number of components considered: 7

TRAINING: % variance explained

1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps

X 18.9523 31.158 41.682 48.53 53.879 59.071 63.469

y 0.8968 1.151 1.296 1.31 1.337 1.403 1.426
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> set.seed(1)

> pls.fit=plsr(SentimentScore~., data=Q3df,subset=train,scale=TRUE, validation="CV")

> summary(pls.fit)

Data: X dimension: 25000 24

Y dimension: 25000 1

Fit method: kernelpls

Number of components considered: 24

VALIDATION: RMSEP

Cross-validated using 10 random segments.

(Intercept) 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps 8 comps

CV 0.7053 0.7003 0.6991 0.6988 0.6987 0.6987 0.6988 0.6988 0.6988

adjCV 0.7053 0.7003 0.6991 0.6987 0.6987 0.6987 0.6987 0.6987 0.6987

9 comps 10 comps 11 comps 12 comps 13 comps 14 comps 15 comps 16 comps

CV 0.6987 0.6987 0.6987 0.6987 0.6987 0.6987 0.6987 0.6987

adjCV 0.6987 0.6987 0.6986 0.6986 0.6986 0.6986 0.6986 0.6986

17 comps 18 comps 19 comps 20 comps 21 comps 22 comps 23 comps 24 comps

CV 0.6987 0.6987 0.6987 0.6987 0.6987 0.6987 0.6987 0.6987

adjCV 0.6986 0.6986 0.6986 0.6986 0.6986 0.6987 0.6987 0.6987

TRAINING: % variance explained

1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps 8 comps

X 17.84 26.523 34.755 41.117 48.739 53.318 56.670 60.986

SentimentScore 1.48 1.884 2.012 2.032 2.039 2.047 2.057 2.062

9 comps 10 comps 11 comps 12 comps 13 comps 14 comps 15 comps

X 62.782 65.444 69.018 71.575 74.610 77.534 79.608

SentimentScore 2.071 2.074 2.075 2.075 2.075 2.075 2.075

16 comps 17 comps 18 comps 19 comps 20 comps 21 comps 22 comps

X 82.187 83.898 87.045 89.855 91.142 94.229 94.728

SentimentScore 2.075 2.075 2.075 2.075 2.075 2.075 2.075

23 comps 24 comps

X 96.757 100.000

SentimentScore 2.075 2.075

> set.seed(1)

> pls.fit=plsr(SentimentScore~., data=Q3df,subset=train,scale=TRUE, validation="CV")

> summary(pls.fit)

Data: X dimension: 25000 24

Y dimension: 25000 1

Fit method: kernelpls

Number of components considered: 24

VALIDATION: RMSEP

Cross-validated using 10 random segments.

(Intercept) 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps 8 comps

CV 0.7053 0.7003 0.6991 0.6988 0.6987 0.6987 0.6988 0.6988 0.6988

adjCV 0.7053 0.7003 0.6991 0.6987 0.6987 0.6987 0.6987 0.6987 0.6987

9 comps 10 comps 11 comps 12 comps 13 comps 14 comps 15 comps 16 comps

CV 0.6987 0.6987 0.6987 0.6987 0.6987 0.6987 0.6987 0.6987

adjCV 0.6987 0.6987 0.6986 0.6986 0.6986 0.6986 0.6986 0.6986

17 comps 18 comps 19 comps 20 comps 21 comps 22 comps 23 comps 24 comps

CV 0.6987 0.6987 0.6987 0.6987 0.6987 0.6987 0.6987 0.6987

adjCV 0.6986 0.6986 0.6986 0.6986 0.6986 0.6987 0.6987 0.6987

TRAINING: % variance explained

1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps 8 comps

X 17.84 26.523 34.755 41.117 48.739 53.318 56.670 60.986

SentimentScore 1.48 1.884 2.012 2.032 2.039 2.047 2.057 2.062

9 comps 10 comps 11 comps 12 comps 13 comps 14 comps 15 comps

X 62.782 65.444 69.018 71.575 74.610 77.534 79.608

SentimentScore 2.071 2.074 2.075 2.075 2.075 2.075 2.075

16 comps 17 comps 18 comps 19 comps 20 comps 21 comps 22 comps

X 82.187 83.898 87.045 89.855 91.142 94.229 94.728

SentimentScore 2.075 2.075 2.075 2.075 2.075 2.075 2.075

23 comps 24 comps

X 96.757 100.000

SentimentScore 2.075 2.075

> validationplot(pls.fit,val.type="MSEP")

> pls.pred=predict(pls.fit,x[test,],ncomp=2)

> mean((pls.pred-y.test)^2)

[1] 0.4822001

> pls.fit=plsr(SentimentScore~., data=Q3df,scale=TRUE,ncomp=2)

> summary(pls.fit)

Data: X dimension: 50000 24

Y dimension: 50000 1

Fit method: kernelpls

Number of components considered: 2

TRAINING: % variance explained

1 comps 2 comps

X 17.537 26.943

SentimentScore 1.529 1.888

![](data:image/png;base64,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)

#Dividing dataset 75% for training and 25% for testing

> Q3smp\_size=floor(0.75\*nrow(Q3df))

> set.seed(123)

> Q3train\_ind=sample(seq\_len(nrow(Q3df)), size = Q3smp\_size)

> Q3Train=Q3df[Q3train\_ind,]

> Q3Test=Q3df[-Q3train\_ind,]

> nrow(Q3Train)

[1] 37500

> nrow(Q3Test)

[1] 12500

#Initial logistic regression model with all parameters

> attach(Q3Train)

> Q3lm=glm(as.factor(SentimentScore)~.,data=Q3Train,family="binomial")

> summary(Q3lm)

Call:

glm(formula = as.factor(SentimentScore) ~ ., family = "binomial",

data = Q3Train)

Deviance Residuals:

Min 1Q Median 3Q Max

-2.5474 0.4756 0.5244 0.5818 1.3509

Coefficients:

Estimate Std. Error z value Pr(>|z|)

(Intercept) 2.121e+00 2.763e-01 7.676 1.64e-14 \*\*\*

CommentScore -3.614e-03 9.630e-03 -0.375 0.70743

CommentCrDays -1.988e-04 1.661e-04 -1.197 0.23140

CommentLength -2.490e-03 1.210e-04 -20.580 < 2e-16 \*\*\*

comment\_owner\_reputation -1.956e-07 3.463e-07 -0.565 0.57212

comment\_owner\_profile\_summary 3.013e-02 1.397e-02 2.157 0.03100 \*

comment\_owner\_views 8.864e-07 6.556e-07 1.352 0.17641

comment\_owner\_upvotes -1.002e-05 7.976e-06 -1.256 0.20920

comment\_owner\_downvotes -1.309e-05 4.714e-06 -2.776 0.00551 \*\*

comment\_owner\_lastactivity\_days 6.155e-04 4.127e-04 1.492 0.13582

editDurationAfterCreation 4.020e-04 1.085e-03 0.370 0.71114

activityDurationAfterCreation 2.744e-04 7.631e-04 0.360 0.71919

title\_length -8.666e-04 1.266e-03 -0.684 0.49380

num\_tags -3.500e-02 2.058e-02 -1.701 0.08893 .

PostAnswerCount 5.031e-02 2.184e-02 2.304 0.02124 \*

num\_favorite 2.683e-02 1.479e-02 1.814 0.06964 .

hascode -1.241e-02 6.087e-02 -0.204 0.83848

post\_views -3.564e-05 2.509e-05 -1.421 0.15538

postTypeId 3.721e-02 1.356e-01 0.274 0.78376

IsAcceptedAnswer 2.831e-01 4.191e-02 6.755 1.43e-11 \*\*\*

postScore 4.567e-02 1.187e-01 0.385 0.70036

post\_length -4.597e-06 1.009e-05 -0.456 0.64854

PostCommentCount -2.387e-02 2.712e-03 -8.802 < 2e-16 \*\*\*

PostUpVotes -4.520e-02 1.187e-01 -0.381 0.70335

PostDownVotes 5.253e-02 1.193e-01 0.440 0.65975

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

(Dispersion parameter for binomial family taken to be 1)

Null deviance: 31644 on 37499 degrees of freedom

Residual deviance: 31004 on 37475 degrees of freedom

AIC: 31054

Number of Fisher Scoring iterations: 4

#Checking for significant parameters with forward step

> Q3modelstepforward=step(Q3lm, direction="forward")

Start: AIC=31054.04

as.factor(SentimentScore) ~ CommentScore + CommentCrDays + CommentLength +

comment\_owner\_reputation + comment\_owner\_profile\_summary +

comment\_owner\_views + comment\_owner\_upvotes + comment\_owner\_downvotes +

comment\_owner\_lastactivity\_days + editDurationAfterCreation +

activityDurationAfterCreation + title\_length + num\_tags +

PostAnswerCount + num\_favorite + hascode + post\_views + postTypeId +

IsAcceptedAnswer + postScore + post\_length + PostCommentCount +

PostUpVotes + PostDownVotes

> summary(Q3modelstepforward)

Call:

glm(formula = as.factor(SentimentScore) ~ CommentScore + CommentCrDays +

CommentLength + comment\_owner\_reputation + comment\_owner\_profile\_summary +

comment\_owner\_views + comment\_owner\_upvotes + comment\_owner\_downvotes +

comment\_owner\_lastactivity\_days + editDurationAfterCreation +

activityDurationAfterCreation + title\_length + num\_tags +

PostAnswerCount + num\_favorite + hascode + post\_views + postTypeId +

IsAcceptedAnswer + postScore + post\_length + PostCommentCount +

PostUpVotes + PostDownVotes, family = "binomial", data = Q3Train)

Deviance Residuals:

Min 1Q Median 3Q Max

-2.5474 0.4756 0.5244 0.5818 1.3509

Coefficients:

Estimate Std. Error z value Pr(>|z|)

(Intercept) 2.121e+00 2.763e-01 7.676 1.64e-14 \*\*\*

CommentScore -3.614e-03 9.630e-03 -0.375 0.70743

CommentCrDays -1.988e-04 1.661e-04 -1.197 0.23140

CommentLength -2.490e-03 1.210e-04 -20.580 < 2e-16 \*\*\*

comment\_owner\_reputation -1.956e-07 3.463e-07 -0.565 0.57212

comment\_owner\_profile\_summary 3.013e-02 1.397e-02 2.157 0.03100 \*

comment\_owner\_views 8.864e-07 6.556e-07 1.352 0.17641

comment\_owner\_upvotes -1.002e-05 7.976e-06 -1.256 0.20920

comment\_owner\_downvotes -1.309e-05 4.714e-06 -2.776 0.00551 \*\*

comment\_owner\_lastactivity\_days 6.155e-04 4.127e-04 1.492 0.13582

editDurationAfterCreation 4.020e-04 1.085e-03 0.370 0.71114

activityDurationAfterCreation 2.744e-04 7.631e-04 0.360 0.71919

title\_length -8.666e-04 1.266e-03 -0.684 0.49380

num\_tags -3.500e-02 2.058e-02 -1.701 0.08893 .

PostAnswerCount 5.031e-02 2.184e-02 2.304 0.02124 \*

num\_favorite 2.683e-02 1.479e-02 1.814 0.06964 .

hascode -1.241e-02 6.087e-02 -0.204 0.83848

post\_views -3.564e-05 2.509e-05 -1.421 0.15538

postTypeId 3.721e-02 1.356e-01 0.274 0.78376

IsAcceptedAnswer 2.831e-01 4.191e-02 6.755 1.43e-11 \*\*\*

postScore 4.567e-02 1.187e-01 0.385 0.70036

post\_length -4.597e-06 1.009e-05 -0.456 0.64854

PostCommentCount -2.387e-02 2.712e-03 -8.802 < 2e-16 \*\*\*

PostUpVotes -4.520e-02 1.187e-01 -0.381 0.70335

PostDownVotes 5.253e-02 1.193e-01 0.440 0.65975

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

(Dispersion parameter for binomial family taken to be 1)

Null deviance: 31644 on 37499 degrees of freedom

Residual deviance: 31004 on 37475 degrees of freedom

AIC: 31054

Number of Fisher Scoring iterations: 4

#Checking for significant parameters with backward step

> Q3modelstepbackward=step(Q3lm, direction="backward")

> summary(Q3modelstepbackward)

#Removing insignificant parameters and remodelling

> Q3lm2=glm(as.factor(SentimentScore)~CommentLength+comment\_owner\_profile\_summary+comment\_owner\_downvotes+num\_tags+ +PostAnswerCount+num\_favorite+IsAcceptedAnswer+PostCommentCount,data=Q3Train,family="binomial")

> summary(Q3lm2)

Call:

glm(formula = as.factor(SentimentScore) ~ CommentLength + comment\_owner\_profile\_summary +

comment\_owner\_downvotes + num\_tags + +PostAnswerCount + num\_favorite +

IsAcceptedAnswer + PostCommentCount, family = "binomial",

data = Q3Train)

Deviance Residuals:

Min 1Q Median 3Q Max

-2.4205 0.4782 0.5245 0.5807 1.3445

Coefficients:

Estimate Std. Error z value Pr(>|z|)

(Intercept) 2.167e+00 3.651e-02 59.346 < 2e-16 \*\*\*

CommentLength -2.511e-03 1.192e-04 -21.062 < 2e-16 \*\*\*

comment\_owner\_profile\_summary 1.974e-02 1.316e-02 1.499 0.13379

comment\_owner\_downvotes -1.640e-05 4.117e-06 -3.984 6.78e-05 \*\*\*

num\_tags -4.091e-02 1.770e-02 -2.311 0.02084 \*

PostAnswerCount 3.658e-02 1.228e-02 2.980 0.00288 \*\*

num\_favorite 1.632e-02 1.014e-02 1.609 0.10760

IsAcceptedAnswer 2.849e-01 4.127e-02 6.905 5.02e-12 \*\*\*

PostCommentCount -2.385e-02 2.519e-03 -9.468 < 2e-16 \*\*\*

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

(Dispersion parameter for binomial family taken to be 1)

Null deviance: 31644 on 37499 degrees of freedom

Residual deviance: 31016 on 37491 degrees of freedom

AIC: 31034

Number of Fisher Scoring iterations: 4

#Again removing insignificant parameters and remodelling

> Q3lm3=glm(as.factor(SentimentScore)~CommentLength+comment\_owner\_downvotes+num\_tags+PostAnswerCount+IsAcceptedAnswer+PostCommentCount,data=Q3Train,family="binomial")

> summary(Q3lm3)

Call:

glm(formula = as.factor(SentimentScore) ~ CommentLength + comment\_owner\_downvotes +

num\_tags + PostAnswerCount + IsAcceptedAnswer + PostCommentCount,

family = "binomial", data = Q3Train)

Deviance Residuals:

Min 1Q Median 3Q Max

-2.2508 0.4788 0.5246 0.5804 1.3227

Coefficients:

Estimate Std. Error z value Pr(>|z|)

(Intercept) 2.190e+00 3.055e-02 71.709 < 2e-16 \*\*\*

CommentLength -2.506e-03 1.190e-04 -21.061 < 2e-16 \*\*\*

comment\_owner\_downvotes -1.526e-05 4.049e-06 -3.769 0.000164 \*\*\*

num\_tags -4.288e-02 1.762e-02 -2.433 0.014954 \*

PostAnswerCount 4.116e-02 1.199e-02 3.433 0.000596 \*\*\*

IsAcceptedAnswer 2.838e-01 4.123e-02 6.882 5.88e-12 \*\*\*

PostCommentCount -2.334e-02 2.504e-03 -9.322 < 2e-16 \*\*\*

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

(Dispersion parameter for binomial family taken to be 1)

Null deviance: 31644 on 37499 degrees of freedom

Residual deviance: 31021 on 37493 degrees of freedom

AIC: 31035

Number of Fisher Scoring iterations: 4

> BIC(Q3lm3)

[1] 31095.11

#Predicting based on the logistic model built

> logistic\_probs=predict(Q3lm3, Q3Train, type="response")

> head(logistic\_probs)

14379 39415 20449 44149 47020 2278

0.8985759 0.8931714 0.6793667 0.8320429 0.8284823 0.8087790

> testing\_y=Q3Test$SentimentScore

> logistic\_pred\_y=rep(-1,length(testing\_y))

> logistic\_pred\_y[logistic\_probs>0.8]=0

> logistic\_pred\_y[logistic\_probs>0.9]=1

> training\_y=Q3Train$SentimentScore

> table(logistic\_pred\_y,training\_y)

training\_y

logistic\_pred\_y -1 0 1

-1 349 371 724

0 4419 14239 12164

1 144 822 1339

> mean(logistic\_pred\_y!=training\_y,na.rm=TRUE)

[1] 0.5392959

> logistic\_probs=predict(Q3lm3, Q3Test, type="response")

> head(logistic\_probs)

2 8 10 15 20 23

0.8840112 0.8647405 0.7335037 0.6166388 0.7108554 0.6406810

> logistic\_pred\_y=rep(-1,length(testing\_y))

> logistic\_pred\_y[logistic\_probs>0.8]=0

> logistic\_pred\_y[logistic\_probs>0.9]=1

> table(logistic\_pred\_y,testing\_y)

testing\_y

logistic\_pred\_y -1 0 1

-1 333 396 750

0 1482 4774 4055

1 47 281 382

> mean(logistic\_pred\_y!=testing\_y,na.rm=TRUE)

[1] 0.56088

#Cross Validation for logistic regression

#K-fold

> library(boot)

> MSE\_10\_Fold\_CV=cv.glm(Q3Train,Q3lm3,K=10)$delta[1]

> MSE\_10\_Fold\_CV

[1] 0.1251676

> MSE\_10\_Fold\_CV=NULL

> MSE\_10\_Fold\_CV=NULL

> for(i in 1:10){

+ model=glm(SentimentScore~CommentLength+comment\_owner\_downvotes+num\_tags+PostAnswerCount+IsAcceptedAnswer+PostCommentCount,data=Q3Train)

+ MSE\_10\_Fold\_CV[i]=cv.glm(Q3Train,model,K=10)$delta[1]

+ }

> MSE\_10\_Fold\_CV

[1] 0.4865397 0.4865629 0.4865638 0.4865315 0.4865661 0.4865629 0.4865668 0.4865968

[9] 0.4866280 0.4865788

> library(ROCR)

> Q3smp\_size=floor(0.75\*nrow(Q3df))

> set.seed(123)

> Q3train\_ind=sample(seq\_len(nrow(Q3df)), size = Q3smp\_size)

> Q3Train=Q3df[Q3train\_ind, ]

> Q3Test=Q3df[-Q3train\_ind, ]

> nrow(Q3Train)

[1] 37500

> nrow(Q3Test)

[1] 12500

> Q3lm=glm(SentimentScore~.,data=Q3Train,family="binomial")

> summary(Q3lm)

Call:

glm(formula = SentimentScore ~ ., family = "binomial", data = Q3Train)

Deviance Residuals:

Min 1Q Median 3Q Max

-2.5474 0.4756 0.5244 0.5818 1.3509

Coefficients:

Estimate Std. Error z value Pr(>|z|)

(Intercept) 2.121e+00 2.763e-01 7.676 1.64e-14 \*\*\*

CommentScore -3.614e-03 9.630e-03 -0.375 0.70743

CommentCrDays -1.988e-04 1.661e-04 -1.197 0.23140

CommentLength -2.490e-03 1.210e-04 -20.580 < 2e-16 \*\*\*

comment\_owner\_reputation -1.956e-07 3.463e-07 -0.565 0.57212

comment\_owner\_profile\_summary 3.013e-02 1.397e-02 2.157 0.03100 \*

comment\_owner\_views 8.864e-07 6.556e-07 1.352 0.17641

comment\_owner\_upvotes -1.002e-05 7.976e-06 -1.256 0.20920

comment\_owner\_downvotes -1.309e-05 4.714e-06 -2.776 0.00551 \*\*

comment\_owner\_lastactivity\_days 6.155e-04 4.127e-04 1.492 0.13582

editDurationAfterCreation 4.020e-04 1.085e-03 0.370 0.71114

activityDurationAfterCreation 2.744e-04 7.631e-04 0.360 0.71919

title\_length -8.666e-04 1.266e-03 -0.684 0.49380

num\_tags -3.500e-02 2.058e-02 -1.701 0.08893 .

PostAnswerCount 5.031e-02 2.184e-02 2.304 0.02124 \*

num\_favorite 2.683e-02 1.479e-02 1.814 0.06964 .

hascode -1.241e-02 6.087e-02 -0.204 0.83848

post\_views -3.564e-05 2.509e-05 -1.421 0.15538

postTypeId 3.721e-02 1.356e-01 0.274 0.78376

IsAcceptedAnswer 2.831e-01 4.191e-02 6.755 1.43e-11 \*\*\*

postScore 4.567e-02 1.187e-01 0.385 0.70036

post\_length -4.597e-06 1.009e-05 -0.456 0.64854

PostCommentCount -2.387e-02 2.712e-03 -8.802 < 2e-16 \*\*\*

PostUpVotes -4.520e-02 1.187e-01 -0.381 0.70335

PostDownVotes 5.253e-02 1.193e-01 0.440 0.65975

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

(Dispersion parameter for binomial family taken to be 1)

Null deviance: 31644 on 37499 degrees of freedom

Residual deviance: 31004 on 37475 degrees of freedom

AIC: 31054

Number of Fisher Scoring iterations: 4

> Q3modelstepforward=step(Q3lm, direction="forward")

Start: AIC=31054.04

SentimentScore ~ CommentScore + CommentCrDays + CommentLength +

comment\_owner\_reputation + comment\_owner\_profile\_summary +

comment\_owner\_views + comment\_owner\_upvotes + comment\_owner\_downvotes +

comment\_owner\_lastactivity\_days + editDurationAfterCreation +

activityDurationAfterCreation + title\_length + num\_tags +

PostAnswerCount + num\_favorite + hascode + post\_views + postTypeId +

IsAcceptedAnswer + postScore + post\_length + PostCommentCount +

PostUpVotes + PostDownVotes

> summary(Q3modelstepforward)

Call:

glm(formula = SentimentScore ~ CommentScore + CommentCrDays +

CommentLength + comment\_owner\_reputation + comment\_owner\_profile\_summary +

comment\_owner\_views + comment\_owner\_upvotes + comment\_owner\_downvotes +

comment\_owner\_lastactivity\_days + editDurationAfterCreation +

activityDurationAfterCreation + title\_length + num\_tags +

PostAnswerCount + num\_favorite + hascode + post\_views + postTypeId +

IsAcceptedAnswer + postScore + post\_length + PostCommentCount +

PostUpVotes + PostDownVotes, family = "binomial", data = Q3Train)

Deviance Residuals:

Min 1Q Median 3Q Max

-2.5474 0.4756 0.5244 0.5818 1.3509

Coefficients:

Estimate Std. Error z value Pr(>|z|)

(Intercept) 2.121e+00 2.763e-01 7.676 1.64e-14 \*\*\*

CommentScore -3.614e-03 9.630e-03 -0.375 0.70743

CommentCrDays -1.988e-04 1.661e-04 -1.197 0.23140

CommentLength -2.490e-03 1.210e-04 -20.580 < 2e-16 \*\*\*

comment\_owner\_reputation -1.956e-07 3.463e-07 -0.565 0.57212

comment\_owner\_profile\_summary 3.013e-02 1.397e-02 2.157 0.03100 \*

comment\_owner\_views 8.864e-07 6.556e-07 1.352 0.17641

comment\_owner\_upvotes -1.002e-05 7.976e-06 -1.256 0.20920

comment\_owner\_downvotes -1.309e-05 4.714e-06 -2.776 0.00551 \*\*

comment\_owner\_lastactivity\_days 6.155e-04 4.127e-04 1.492 0.13582

editDurationAfterCreation 4.020e-04 1.085e-03 0.370 0.71114

activityDurationAfterCreation 2.744e-04 7.631e-04 0.360 0.71919

title\_length -8.666e-04 1.266e-03 -0.684 0.49380

num\_tags -3.500e-02 2.058e-02 -1.701 0.08893 .

PostAnswerCount 5.031e-02 2.184e-02 2.304 0.02124 \*

num\_favorite 2.683e-02 1.479e-02 1.814 0.06964 .

hascode -1.241e-02 6.087e-02 -0.204 0.83848

post\_views -3.564e-05 2.509e-05 -1.421 0.15538

postTypeId 3.721e-02 1.356e-01 0.274 0.78376

IsAcceptedAnswer 2.831e-01 4.191e-02 6.755 1.43e-11 \*\*\*

postScore 4.567e-02 1.187e-01 0.385 0.70036

post\_length -4.597e-06 1.009e-05 -0.456 0.64854

PostCommentCount -2.387e-02 2.712e-03 -8.802 < 2e-16 \*\*\*

PostUpVotes -4.520e-02 1.187e-01 -0.381 0.70335

PostDownVotes 5.253e-02 1.193e-01 0.440 0.65975

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

(Dispersion parameter for binomial family taken to be 1)

Null deviance: 31644 on 37499 degrees of freedom

Residual deviance: 31004 on 37475 degrees of freedom

AIC: 31054

Number of Fisher Scoring iterations: 4

Q3modelstepbackward=step(Q3lm, direction="backward")

summary(Q3modelstepbackward)

> Q3lm2=glm(SentimentScore~CommentLength+comment\_owner\_profile\_summary+comment\_owner\_downvotes+num\_tags+ +PostAnswerCount+num\_favorite+IsAcceptedAnswer+PostCommentCount,data=Q3Train,family="binomial")

> summary(Q3lm2)

Call:

glm(formula = SentimentScore ~ CommentLength + comment\_owner\_profile\_summary +

comment\_owner\_downvotes + num\_tags + +PostAnswerCount + num\_favorite +

IsAcceptedAnswer + PostCommentCount, family = "binomial",

data = Q3Train)

Deviance Residuals:

Min 1Q Median 3Q Max

-2.4205 0.4782 0.5245 0.5807 1.3445

Coefficients:

Estimate Std. Error z value Pr(>|z|)

(Intercept) 2.167e+00 3.651e-02 59.346 < 2e-16 \*\*\*

CommentLength -2.511e-03 1.192e-04 -21.062 < 2e-16 \*\*\*

comment\_owner\_profile\_summary 1.974e-02 1.316e-02 1.499 0.13379

comment\_owner\_downvotes -1.640e-05 4.117e-06 -3.984 6.78e-05 \*\*\*

num\_tags -4.091e-02 1.770e-02 -2.311 0.02084 \*

PostAnswerCount 3.658e-02 1.228e-02 2.980 0.00288 \*\*

num\_favorite 1.632e-02 1.014e-02 1.609 0.10760

IsAcceptedAnswer 2.849e-01 4.127e-02 6.905 5.02e-12 \*\*\*

PostCommentCount -2.385e-02 2.519e-03 -9.468 < 2e-16 \*\*\*

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

(Dispersion parameter for binomial family taken to be 1)

Null deviance: 31644 on 37499 degrees of freedom

Residual deviance: 31016 on 37491 degrees of freedom

AIC: 31034

Number of Fisher Scoring iterations: 4